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On the role of the object-language constructors

$$
\begin{aligned}
& \frac{\Gamma \Vdash \Delta}{\Gamma, \top \Vdash \Delta} \\
& \frac{\Gamma, \alpha, \beta \Vdash \Delta}{\Gamma, \alpha \wedge \beta \Vdash \Delta} \\
& \frac{\Gamma, \alpha \Vdash \beta, \Delta}{\Gamma \Vdash \alpha \rightarrow \beta, \Delta} \\
& \frac{\Gamma, \alpha \Vdash \Delta}{\Gamma \Vdash \sim \alpha, \Delta} \\
& \text { Consider } \\
& \sim_{1} \alpha \stackrel{\text { def }}{=} \smile \alpha \stackrel{\text { def }}{=} \alpha \rightarrow \perp . \\
& \frac{\Gamma \Vdash \Delta}{\Gamma \Vdash \perp, \Delta} \\
& \frac{\Gamma \Vdash \alpha, \beta, \Delta}{\Gamma \Vdash \alpha \vee \beta, \Delta} \\
& \frac{\Gamma, \alpha \Vdash \beta, \Delta}{\Gamma, \beta \multimap \alpha \Vdash \Delta} \\
& \Gamma \Vdash \alpha, \Delta \\
& \overline{\Gamma, \sim \alpha \Vdash \Delta} \\
& \text { Consider } \\
& \sim_{2} \alpha \stackrel{\text { def }}{=} \frown \alpha \stackrel{\text { def }}{=} \alpha \multimap \top \text {. }
\end{aligned}
$$
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On the role of the object-language constructors (contd.)
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On the role of the object-language constructors (contd.)

$$
\begin{aligned}
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\end{aligned}
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## How do rules affect truth-tables?

Consider the simple case of a binary 2 -valued connective:

| © | 1 | 0 |
| :--- | :--- | :--- |
| 1 | 1 | 0 |
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A minimally decent negation $\sim$ is one such that:
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## Some properties that a negative constructor should fail to have

Let (c) be an m-ary connective.

Say now that (c) is monotonic over its $i$-th argument if:
$v\left(p_{i}\right) \leq v\left(q_{i}\right) \Rightarrow v(\subset(\ldots)) \leq v\left(\complement(\ldots)\left[p_{i} \mapsto q_{i}\right]\right)$
Examples:
$\wedge$ and $\vee$ are monotonic over both arguments
$\rightarrow$ and $\multimap$ are monotonic only over the 2 nd argument

A constructor will be called completely antitonic
if it is non-monotonic over each of its arguments.
Examples:
$\sim$ (both $\smile$ and $\frown), \uparrow$ and $\downarrow$
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Assume $\sim \alpha \stackrel{\text { def }}{=} \smile^{\text {def }} \alpha \rightarrow$ I.
in $J$ :

$$
\begin{aligned}
& \alpha, \sim \alpha \Vdash \sim \beta \\
& \alpha \rightarrow \beta, \alpha \rightarrow \sim \beta \Vdash \sim \alpha \\
& \alpha \Vdash \sim \sim \alpha
\end{aligned}
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## Negation as You Like It

## [NTF, 2009]

Here are some remarkable valid inferences:


Assume $\sim \alpha \stackrel{\text { def }}{=} \smile \alpha \stackrel{\text { def }}{=} \alpha \rightarrow I$.
in $J$ :
in $J$ :

$$
\begin{aligned}
& \alpha, \sim \alpha \Vdash \sim \beta \\
& \alpha \rightarrow \beta, \alpha \rightarrow \sim \beta \Vdash \sim \alpha \\
& \alpha \Vdash \sim \sim \alpha
\end{aligned}
$$

in $J(\perp)$ :

$$
\alpha, \sim \alpha \Vdash \beta
$$

in $K$ :

$$
\begin{aligned}
& \alpha \rightarrow \sim \alpha \Vdash \sim \alpha \\
& \alpha \rightarrow \beta, \sim \alpha \rightarrow \beta \Vdash \beta \\
& \Vdash \alpha, \sim \alpha
\end{aligned}
$$

in $K(\perp)$ :
$\sim \alpha \rightarrow \alpha \Vdash \alpha$
$\sim \sim \alpha \Vdash \alpha$

## Negation as You Might Imagine It

Consider next the following dual systems:


Assume $\sim \alpha \stackrel{\text { def }}{=} \sim \alpha \stackrel{\text { def }}{=} \alpha \multimap I$.
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## On truth-tables

Let (c) be an m-ary constructor, and $v$ a valuation.
Deterministic approach:
(D1) © : $\mathcal{V}^{m} \longrightarrow \mathcal{V}$ is a total mapping s.t.:
(D2) $v\left(\right.$ (C $\left.\left(\alpha_{1}, \ldots, \alpha_{m}\right)\right)=$ © $\left(v\left(\alpha_{1}\right), \ldots, v\left(\alpha_{m}\right)\right)$
Non-deterministic approach:
(ND1) © : $\mathcal{V}^{m} \longrightarrow \operatorname{Pow}(\mathcal{V}) \backslash \varnothing$ is a total mapping s.t.:
(ND2) $v\left(\subset\left(\alpha_{1}, \ldots, \alpha_{m}\right)\right) \in$ © $\left(v\left(\alpha_{1}\right), \ldots, v\left(\alpha_{m}\right)\right)$

## Example (On negation)

$$
\text { Paraconsistent: } \begin{array}{c|c}
\alpha & \smile \alpha \\
\hline 0 & \{1\} \\
\hline 1 & \{0,1\}
\end{array} \quad \text { Paracomplete: } \quad \begin{array}{c|c}
\alpha & \frown \alpha \\
\hline 0 & \{0,1\} \\
\hline 1 & \{0\}
\end{array}
$$

## A Non-deterministic Approach
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Interpretations for $K$ and $d K$ (adaptable for $J$ and $d J$ )
Assume the classical interpretations of $\{\wedge, \vee, \rightarrow, \multimap\}$ over $\{0,1\}$. Interpret $I$ non-deterministically by setting I: $\varnothing \longrightarrow\{0,1\}$, i.e., allow $v(I) \in\{0,1\}$.

## A Non-deterministic Approach

## Example (On negation)



## Interpretations for $K$ and $d K$ (adaptable for $J$ and $d J$ )

Assume the classical interpretations of $\{\wedge, \vee, \rightarrow, \multimap\}$ over $\{0,1\}$. Interpret I non-deterministically by setting $I: \varnothing \longrightarrow\{0,1\}$, i.e., allow $v(I) \in\{0,1\}$.
You may now in fact define:
$\smile_{\alpha} \stackrel{\text { def }}{=} \alpha \rightarrow$ I
$\frown \alpha \stackrel{\text { def }}{=} \alpha \multimap I$

